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Pattern-Matching Spi: Messages

$L, M, N ::= n \mid x \mid () \mid (M, N) \mid \{M\}_N \mid \{M\}_{N-1} \mid \text{Enc}(M) \mid \text{Dec}(M)$

Other constructors by translation to this core language:

Symmetric crypto:

$$\{M\}_k \triangleq \{M\}_{\text{Enc}(k)} \text{ where } k \text{ is a secret key pair}$$

Message tagging:

$$l(M) \triangleq \{M\}_{\text{Enc}(l)} \text{ where } l \text{ is a public “key” pair}$$

Hashing:

$$\#(M) \triangleq \text{hashtag}(\{M\}_{\text{hashkey}}) \text{ where } \text{hashkey} \text{ is a public encryption key with decryption part unknown to everybody}$$
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\[ P, Q ::= \text{out } N M | \text{inp } N X; P | \text{new } n:T; P | !P | P | Q | 0 \]

Pattern-matching input; \( X \) is a pattern.

\[ X ::= \{ \bar{x} . M | \bar{A} \} \quad \text{where } \bar{A} \text{ is a set of assertions} \]

Surface syntax has syntax sugar. For instance:

\[ \text{inp } N \{ x : T \}_{k-1}; P \equiv \text{inp } N \{ x . \{ x \}_{k-1} | x : T \}; P \]

Syntactic restrictions:

- Members of binder \( \bar{x} \) must have a **witness** in \( M \).

- Input patterns must be **Dolev-Yao-implementable**. For instance, \( \{ x, k . \{ x \}_{k-1} | \bar{A} \} \) is not D-Y-implementable.
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Dynamic semantics.

\[
\text{out } L M\{\overline{x} \leftarrow \overrightarrow{N}\} | \text{ inp } L \{\overline{x} . M | \overline{A}\}; P \rightarrow P\{\overline{x} \leftarrow \overrightarrow{N}\}
\]

- Dynamic check that input message matches input message pattern \( M \).
- Dynamic semantics ignores the assertion set \( \overline{A} \).

Static semantics.

\[
E \vdash \overline{A}\{\overline{x} \leftarrow \overrightarrow{N}\}
\]

\[
E \vdash M\{\overline{x} \leftarrow \overrightarrow{N}\} \in \{\overline{x} . M | \overline{A}\}
\]

- Static check that assertion set \( \overline{A} \) holds after input.
- \( \overline{A} \) may be viewed as checked input post-condition.
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\( A \rightarrow B \quad (m, A, B) \)
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\begin{align*}
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\]

- A process is **safe** iff in every run every end-assertion is preceded by a matching begin-assertion.
  - \( P_A \mid P_B \) is safe.

- A process \( P \) is **robustly safe** iff \( P \mid O \) is safe for all opponents \( O \).
  - \( P_A \mid P_B \) is not robustly safe.
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Theorem: Every well-typed process is robustly safe.
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\[ P_B \trianglerighteq \text{inp net } \{ x, p . \{ x, p, B \} \}_{dsA^{-1}} \mid \text{!begun}(x, p, B) \}; \text{end}(x, p, B) \]
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Protocol-Independent Key Types

\[
\text{out } \text{net } \{m, A, B\}_{esA}
\]

type-checks with

\[
esA : \text{SignEncKey}(\{x, p, q . (x, p, q) \mid !\text{begun}(x, p, q)\}).
\]

Problems.

- The type of \(esA\) is specific to this particular protocol.
- The inclusion of principal name \(A\) is redundant, because \(A\)'s signature already authenticates \(A\).

A Solution.

- Typed message tagging and “authorization” types.
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Tag and Authorization Types

```
out\ net\ \{\ell(m,\ B)\}\ esA
```

type-checks with

```
esA : \text{SignEncKey(}\emptyset\ \text{Auth}(A))
```

- From a sender’s point of view, $\emptyset\ \text{Auth}(A)$ is a type of messages that require authorization by $A$.

- From a receiver’s point of view, $\emptyset\ \text{Auth}(A)$ is a type of messages that have been authorized by $A$.

- Tag type:

```
\ell : \forall p . X(p) \rightarrow \text{Auth}(p)
```

```
X(p) \triangleq \{ x, q . (x, q) \mid !\text{begun}(x, p, q) \}
```
Tag and Authorization Types

\[
\text{out net } \{\ell(m, B)\}_{esA} \]

\text{type-checks with}

\[esA : \text{SignEncKey}(\emptyset \text{Auth}(A))\]

- From a sender’s point of view, \(\emptyset \text{Auth}(A)\) is a type of messages that require authorization by \(A\).

- From a receiver’s point of view, \(\emptyset \text{Auth}(A)\) is a type of messages that have been authorized by \(A\).

- Tag type:

\[
\ell : \forall p . X(p) \rightarrow \text{Auth}(p)
\]

\[X(p) \triangleq \{x, q . (x, q) \mid !\text{begun}(x, p, q)\}\]

- Compare to \(X \triangleq \{x, p, q . (x, p, q) \mid !\text{begun}(x, p, q)\}\).
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\[ KT ::= \text{EncKey} \mid \text{DecKey} \mid \text{KeyPair} \]

- In key types \((K, H)\; KT(X)\), \(K\) is the kind of the encryption key and \(H\) the kind of the decryption key.
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Pattern-Matching Spi: Types

Kinds: \( K, H \subseteq \{ \text{Public, Tainted} \} \)

Types: \( T, U ::= (K, H) KT(X) \mid K \text{ Top} \mid K \text{ Auth}(M) \)

\( KT ::= \text{EncKey} \mid \text{DecKey} \mid \text{KeyPair} \)

- In key types \( (K, H) KT(X) \), \( K \) is the kind of the encryption key and \( H \) the kind of the decryption key.
- \( K \text{ Top} \) is the greatest type for messages of kind \( K \).
- \( K \text{ Auth}(M) \) is a type of messages authorized by \( M \) and of kind \( K \).
- The types from the previous examples translate to this core language of types.
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