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Abstract

Since open WiFi networks are widely used, it is important to secure such networks. In this research public wireless networks and their security are discussed. With the new Wireless Access Protocol, WPA3, the security of public networks has improved significantly. However, regarding evil twin attacks nothing is changed in WPA3, thus this kind of attacks is still one of the possibilities an adversary has. In this thesis we will first review the improvements in WPA3 with respect to WPA2 and introduce the new techniques and protocols in WPA3. After that, multiple approaches are presented to protect clients against evil twin attacks. Finally, the approach that is best regarding our criteria, i.e., the use of "trust on first use", is chosen and recommendations are made on how to use this.
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Chapter 1

Introduction

Public Wi-Fi networks are used more and more, and can be found at lots of places nowadays. Whether it is in a local coffee shop, the supermarket nearby or the train we travel with every day, most of us use such open networks from time to time. Unfortunately, these networks are not secure. This thesis focuses on improving security in such networks.

Currently, most Wi-Fi networks use Wireless Protected Access 2 (WPA2), or in the case of public networks, no security is used at all. This means that an attacker can perform multiple attacks. In public networks, an attacker could connect to the network and eavesdrop on all data that is sent in the network, because no encryption is used. When the network is secured with WPA2, someone malicious could eavesdrop all data in the network if he is in the network himself, because all conversations are encrypted with the same key, as discussed in chapter 2. An adversary could also try to crack the password when WPA2 is used. The attacker could automatically try all possible passwords until the correct one is found.

With the new security standard for WiFi, Wireless Protected Access 3 (WPA3), wireless networks became more secure. A passive attack, like the eavesdropping, as was possible before, is no longer something an attacker can do. Because of Opportunistic Wireless Encryption (OWE) in public networks and Simultaneous Authentication of Equals (SAE) in secured networks, every client in the network will, together with the access point, generate his own unique keys to encrypt the data being sent back and forth between client and access point. SAE makes it for an adversary impossible to try a lot of passwords really fast. Next to that, SAE requires the attacker to stay online during every try of a password and SAE makes it possible to set a maximum on the number of tries. This makes it almost impossible for an attacker to crack the password.

However, the introduction of WPA3 did not solve all security issues; someone malicious could still perform an active attack, a so-called evil twin attack. That is, an attacker could impersonate a public network and pretend
to be a trustworthy network. In the case of an open network in a train, an attacker could be on the same train and open his own public network with the exact same network name as the network the train company offers. Assume a new client wants to connect, to send some business emails before arriving at the office. The client will see two equally named network listed and randomly select the malicious network. Although everything seems to work just fine, the client does not notice that his credentials used to log in to the email server are available to the attacker and that data might be modified. Such sensitive data should be protected at all cost. To this end approaches to a solution for this problem are investigated further in this thesis. We look for possible security measures against such an attack. The research question we will try to answer is: \textbf{How can we defend against evil twin attacks?}

To answer this question, we will discuss multiple possible approaches. The advantages and disadvantages of these approaches are discussed. \textbf{Usability, feasibility, overhead and effectiveness} are the criteria on the basis of which the best approach, the use of trust on first use, is presented and recommendations about this best option are made.

Firstly, in chapter 2, we will discuss Wi-Fi in general and possible attacks on public networks. In chapter 3 the improvements in WPA3 compared to WPA2, the deployment of WPA3 and testing WPA3 are discussed. Next to answering our research question in chapter 4, we will have a look at related work in chapter 5. Because WPA3 is a new security standard, very little has been written about it and lots of research has to be done. Official documentation of the release is available, as well as some papers about the functionality of WPA3. Next to the documentation on WPA3 we will have a look at research about \textit{evil twin attacks, man in the middle attacks, eavesdropping and password cracking} in this chapter. In chapter 6 we will summarize our findings and draw a conclusion out of these. This research can be used for new insights and a basis for further research into this area.
Chapter 2

Preliminaries

Since the introduction of the first standard for wireless networks, about twenty years ago [19], wireless networks gained more and more popularity. The downside of this popularity is the fact that attackers found more and easier ways to do malicious things on such networks. To mitigate against these attacks, security measures where introduced.

As from 2004 Wireless Protected Access 2 is the common standard used for WiFi Security. Even before that, Wired Equivalent Privacy (WEP) and Wireless Protected Access (WPA) were used [20]. These two security protocols were only used for a short time, due to major security problems. WEP is based on the RC4 stream cipher. One of the issues is that, when one changes one bit in the plain text, the same bit will be changed in the cipher text. Another weakness is, RC4 uses an initialization vector (IV). The use of IVs is not the real problem, but that about nine thousand out of 16 million options for these IVs are weak, is [12]. This makes it possible to crack the pre-shared key of any network by cryptanalysis, after capturing millions of data packets. WPA was released to offer solutions for the security flaws in WEP, but to make sure that devices only needed a firmware update to use WPA, TKIP was used in WPA. TKIP is a kind of a wrapper around RC4. Now longer IVs are used, but the main problem, RC4, is still present. This resulted in similar possibilities to crack a password [5]. Vanhoef and Piessens have shown that multiple vulnerabilities in TKIP can be used in for attacks in realistic environments [26].

WPA2 solves this issue by getting rid of RC4. Instead it uses AES, which is more safe. WPA2 was secure for a long time. However, in 2016, a Key Re-installation Attack (KRACK) was discovered [29]. We will discuss this attack later. Another attack is the dictionary attack. This is simply trying all possible combinations of characters very fast until the password is found. Due to these attacks, a new security standard was needed.

Wireless Protected Access 3 (WPA3) was announced in January 2018. Despite the fact that we will focus on attacks that are still possible with this
new standard, it is useful to have a short recap of WPA2 and the differences between WPA2 and WPA3. Although the four-way handshake is used in all three WPA standards, it is especially interesting for this thesis since some adjustments are made to it in WPA3. Next to understanding the four-way handshake, it is useful to understand how a connection between client and access point is made. To this end, we will have a look at wireless networks in general and at the four-way handshake firstly.

2.1 Authentication and association phase

Access points advertise their network through beacons. These are frames with information about the access point, like the Medium Access Control (MAC) address and security policy of the access point. Another way for clients to get information about access points nearby is to send a probe request. You could see this as a question to the AP to advertise itself. The AP will response with a probe response, which is basically the same as a beacon. When the client has decided which access point it wants to connect to, it will send an authentication request and the AP will respond that the client is authenticated. These two messages do not really contain anything. These were designed for the old security standard WEP, which is proven to be insecure, thus the two authentication messages have no real function and are left empty in most cases.

After this comes the association phase. This starts with the client sending an association request. In this request, capabilities like encryption types and supported rates are included. The access point will now check the request. That is, the access point will check whether the capabilities included in the request match his own capabilities. If this is the case, an association response will be sent to the client. The response includes the confirmation of the capabilities and an association identifier.

Now the client and the access point are connected successfully, the four-way handshake will be performed and data can be sent if the network is an open or public network. However, if the network is protected with any kind of WPA, before the handshake the present authentication mode will be executed in order to get a Pairwise Master Key. This key will be the input of the four-way handshake that is performed subsequently. After this the client and the access point can exchange data.

2.2 Four-way handshake

Before exchanging the actual data, encryption keys have to be exchanged. This is done in the four-way handshake. Let’s assume we have a client (STA, short for station, in Figure 2.1) that wants to connect to an access point (AP, short for access point, in Figure 2.1). WPA and WPA2 have two authenti-
cation modes; Personal and Enterprise. WPA-Personal is the mode that is commonly used in home networks. When setting up a network like this, a passphrase is chosen. When someone wants to connect to this network, this passphrase is entered to authenticate. On the other side, WPA-Enterprise is mostly used in business environments like companies or universities. Enterprise uses one of many Extensible Authentication Protocol (EAP) exchange methods [32]. EAP is an authentication framework used for point-to-point connections. One could use a user name and personal password for example. Every client has his own individual credentials. This way it is possible for an administrator to decide who should be able to connect to the network, because every user in the network has a different key. This way it offers better security.

For the handshake, both parties need the Pairwise Master Key (PMK). When using WPA2-Personal, the PMK is derived directly from a Pre-Shared Key (PSK), the pass phrase. On WPA-Enterprise, the PMK is obtained using the EAP exchange. The goal of the handshake is, besides authentication, to turn this PMK into data encryption keys and integrity keys. Before this can be done, both parties need some information from each other. To this end, the access point sends a pseudo-randomly generated nonce, a number only used once (ANonce in Figure 2.1).

By the time the client receives this nonce, it has already generated its own nonce. Because of the message the access point sent, the client now knows its MAC address. Obviously, the client knows its own MAC address. Now the client has all the information required to calculate a Pairwise Transient Key (PTK), which can be calculated from the two MAC addresses. This is actually a group of five keys, of which four are used during the handshake phase. The client now sends his nonce. Since the client already has the PTK, it can ensure integrity with a Message Integrity Code (MIC). After receiving this message, the access point now has all the inputs to generate the PTK as well. With this PTK the access point can calculate the MIC and check for integrity. The PTK is used to encrypt data in one-to-one conversations between client and access point.

The access point and clients, however, might want to send group messages as well. An example of group messages are ARP messages. ARP is short for Address Resolution Protocol. This protocol is used to learn MAC addresses, associated with IP addresses. A client can share to the whole network, which IP address he is on, so that others can send him data. To encrypt messages like this, the access point will create a Group Temporal Key (GTK). Now this GTK will be sent to the client, again protected with a MIC. Both parties have the two keys needed for encrypted data transfer, so the client sends an acknowledge (ACK) to let the access point know everything succeeded [17]. This last two messages both contain a nonce.

Vanhoef and Piessens wrote an article about these group keys and their vulnerabilities in 2016 [27]. One of there findings is the fact that the random
number generator that is used to generate the keys provides an insufficient amount of entropy. Next to that, they found a way to force the four-way handshake to use RC4 to encrypt the group key when transmitted in the handshake. As discussed earlier RC4 is not safe to use.

Before, we mentioned the KRACK attack. The main idea behind this attack is to repeatedly reset the nonce that is transmitted in the third message of the four-way handshake, as explained by Vanhoef and Piessens [28]. Doing this, an attacker is able to learn the key used to encrypt and decrypt the data traffic. Vanhoef, Schepers and Piessens published an article in 2017 which revealed multiple logical vulnerabilities in the handshake [30]. These vulnerabilities, which lead to for example Denial of Service, were discovered using a model-based testing technique which generated tests that cover all states that the handshake can be in. In these states the edge cases were explored. These vulnerabilities are no longer a problem, since they have been patched now.

Before, we mentioned the KRACK attack. The main idea behind this attack is to repeatedly reset the nonce that is transmitted in the third message of the four-way handshake, as explained by Vanhoef and Piessens [28]. Doing this, an attacker is able to learn the key used to encrypt and decrypt the data traffic. Vanhoef, Schepers and Piessens published an article in 2017 which revealed multiple logical vulnerabilities in the handshake [30]. These vulnerabilities, which lead to for example Denial of Service, were discovered using a model-based testing technique which generated tests that cover all states that the handshake can be in. In these states the edge cases were explored. These vulnerabilities are no longer a problem, since they have been patched now.

2.3 Data encryption

Now all the keys are generated and known by both parties, encrypted data can be sent. Data is encrypted using a block cipher counter mode (see Figure 2.2). This cipher uses a nonce concatenated with a counter as input. Together with the Temporal Key (TK), one of the five keys in the PTK, this is the input for the block cipher encryption used inside the block cipher. The result this gives us, is then used to do a bit-wise XOR with the plain text, the data we want to encrypt. This results in the encrypted data that is sent via the network.
The block cipher encryption, as discussed above, is based on Advanced Encryption Standard (AES) [24]. This is a way of encryption that is currently assumed secure and unbreakable.

![Counter mode block cipher diagram](image)

**Figure 2.2:** Counter mode block cipher [34]

### 2.4 Attacks on wireless networks

Now that we have seen how wireless networks in general work, we can look at possible attacks against these networks. We look at the following most important attacks:

- **Eavesdropping**: When a wireless network offers no security, an attacker can eavesdrop on the network. The attacker can connect to the network, and then use a tool like Wireshark to capture data that is sent on the network. Since the network uses no security, this data can easily be inspected. When a network used WPA2 security, an attacker could do the same if he is a member of the network. WPA2 makes all clients in the network use the same encryption keys, which makes it possible for someone malicious to decrypt all data.

- **Password cracking**: When a network is protected with a password, an attacker can try to find this password. Someone malicious will simply try all possible combinations of characters, until the password is found. This can be done smarter by firstly trying all standard passwords and passwords that are used often. These passwords are put into a so-called dictionary. The attacker then automatically tries all the entries of this dictionary until the password is found. This is called a dictionary attack. When WPA2 is used, an attacker can capture a small number of handshakes. When the attacker has all four messages of the handshake captured successfully, the attacker can go offline and try passwords. A dictionary is used for this. If the password is somewhere in the dictionary file, the attacker will find the password.
• **Evil twin attack**: An attacker could impersonate a public network and pretend to be a trustworthy network. In the case of an open network in a train, an attacker could be on the same train and open his own public network with the exact same network name as the network the train company offers. Assume a new client wants to connect, to send some business emails before arriving at the office. The client will see two equally named network listed and randomly select the malicious network. Although everything seems to work just fine, the client does not notice that his credentials used to log in to the email server are available to the attacker and that data might be modified.\(^1\)

### 2.5 Discrete logarithm problem

The discrete logarithm problem is used in new protocols that will be discussed later. To this end we explain it now. The discrete logarithm problem can be seen as a one-way function. It is easy to calculate the result, but going back from the result to the values we started with is very hard and infeasible. For this one-way function we use modulo calculations, using a big prime \(p\). The numbers 1 to \(p-1\) are then a so-called group, or a finite field. A group also has a group operation, in this case and mostly, multiplication. Now we can choose an element \(g\) out of this group, which is a generator of the group. That is, an element that when raised to all powers (the number of times the group operation is performed on this element itself) gives a different result when the modulo \(p\) is taken for each power. This way every element of the group will be a result of one of these calculations, so all elements are generated. Hence we call it a generator. When we raise \(g\) to a power \(a\), and take the outcome of this modulo \(p\), we get a result between 1 and \(p-1\). An example: Let \(p\) be 17, let \(g\) be 5 and let \(a\) be 13. Then we can calculate our result as follows:

\[
5^{13} = 1220703125 \equiv 3 \mod 17
\]

This is a computationally easy problem. However, when given the result and \(p\), it is computationally very hard to find \(g\) and \(a\). In this case, when we know that 3 is the result and we used 17 as the prime number, it is difficult to find 5 and 13 as our starting values. Even if \(g\) is known, to find \(a\), one would have to try every possible \(a\) to see whether it is correct. Now in this example with the prime 17, this is easy, but when we take a huge prime number, this is infeasible.

\(^1\)This definition can be found in chapter 1 as well.
Chapter 3

Wireless Protected Access 3

Now we have seen how wireless network in general work and what kind of attacks are possible against such networks, we will discuss WPA3 and see what attacks are no longer possible and, most importantly, what attacks are still possible for an attacker. Firstly we will see what is changed in WPA3 and how this improves the security. We will also discuss the deployment of this new standard and make predictions on when we can expect this to be widely used. The concepts of authentication and association phase, the four-way handshake and data encryption before are described as used in WPA2. However, these are used with some small changes and additions in WPA3 as well, as we will see now when discussing the two main subjects of WPA3: Opportunistic Wireless Encryption and Simultaneous Authentication of Equals.

In both of these, the discrete logarithm problem, as discussed in the previous chapter, is important.

3.1 Simultaneous Authentication of Equals

Now that we have discussed the discrete logarithm problem, we can see how this is used in SAE, short for Simultaneous Authentication of Equals [15]. The goal of the protocol is to generate a cryptographically strong shared secret for securing other data like network communication. The protocol, between client and access point, starts when one of the parties discovers the other and wants to connect. We assume a group and a prime number \( r \) are known. The protocol can be initiated by both sides. Before sending any messages, both the access point and the client select a password element (PWE). This is done based on the identities of both parties and the password. This can be done in multiple ways, depending on the type of group that is used. Now the PWE is known, the access point selects two random numbers, randA and maskA. The client does the same and chooses randS and maskS. After this the client and the access point produce
a commitScalar and a commitElement, respectively:

\[
\text{commitScalar}_S = (\text{rand}_S + \text{mask}_S) \mod r \\
\text{commitElement}_S = PWE^{-\text{mask}_S}
\]

and

\[
\text{commitScalar}_A = (\text{rand}_A + \text{mask}_A) \mod r \\
\text{commitElement}_A = PWE^{-\text{mask}_A}
\]

These scalars and elements are exchanged and are then used by the client and the access point to compute the shared secret \(K\), respectively:

\[
K = (PWE^{\text{commitScalar}_A} \ast \text{commitElement}_A)^{\text{rand}_S}
\]

and

\[
K = (PWE^{\text{commitScalar}_S} \ast \text{commitElement}_S)^{\text{rand}_A}
\]

From this \(K\), a Key Confirmation Key (KCK) and a Pairwise Master Key (PMK) are derived. The KCK is used to verify the key they agreed on. To do this, the client sends the following to the access point:

\[
HMAC_{\text{KCK}}(\text{commitScalar}_S, \text{commitElement}_S, \text{commitScalar}_A, \text{commitElement}_A)
\]

and the access point sends to the client:

\[
HMAC_{\text{KCK}}(\text{commitScalar}_A, \text{commitElement}_A, \text{commitScalar}_S, \text{commitElement}_S)
\]

The HMAC function computes a message authentication code (MAC) involving a hash function and a secret cryptographic key, in this case the KCK. When both parties have verified that the keys are generated and shared successfully, the authentication is successful and the four-way handshake as discussed before is performed with the PMK calculated in this SAE.

Because of the fact that the PWE, \(\text{rand}_S\), \(\text{mask}_S\), \(\text{rand}_A\) and \(\text{mask}_A\) are never sent directly to one another, an attacker could never calculate the commit messages and thus never compute the \(K\) to derive the keys. An attacker could capture the commit messages itself, but due to the discrete
The old dictionary attack, simply trying all passwords, will be way more time consuming to perform, compared to when the attack is executed on a network with WPA2. When an attacker tries a password, the whole protocol has to be executed before the attackers gets any feedback whether the password was correct. This way only one password can be tried at a time, which makes guessing a lot of passwords inefficient. Next to that, the attacker can no longer capture the four-way handshake and after that try passwords online. Since the SAE protocol needs to be executed for every try, the attacker has to remain online.

![Figure 3.1: Simultaneous Authentication of Equals][9]

### 3.2 Opportunistic Wireless Encryption

Opportunistic Wireless Encryption, abbreviated as OWE, is based the discrete logarithm problem as well, like SAE. The goal of OWE is equal to the goal of SAE, to generate a shared secret used as input to the four-way handshake, rather than a publicly shared pre-shared key. However, OWE uses a well known protocol to create this computable infeasibility, namely the Diffie–Hellman key exchange protocol. This protocol is, in this case, used to exchange the Pairwise Master Key (PMK). Both the access point and the client have a private 'key' \( a \). This key is actually just a number that is member of a group, with size \( p-1 \), with \( p \) prime. This group is public and thus known by both parties. They will also decide on a public prime base element \( g \) out of this group. The AP as well as the client will now compute an intermediate value:

\[
v = g^a \mod p
\]
The result of both parties will be sent to one another. Now both will compute the following:

\[ k = v^a \mod p \]

This will be the result of the Diffie-Hellman key exchange. The following example might make this more clear: Let’s say Alice and Bob want to exchange a key. We have the following (\( p \) and \( g \) are public, both parties have a private \( a \)):

\[
\begin{align*}
p &= 19 \\
g &= 13 \\
a_{\text{Alice}} &= 8 \\
a_{\text{Bob}} &= 11
\end{align*}
\]

Then Alice and Bob would compute and send to each other the following, respectively:

\[
\begin{align*}
13^8 &= 815730721 \equiv 16 \mod 19 \\
13^{11} &= 1792160394037 \equiv 2 \mod 19
\end{align*}
\]

Now Alice and Bob can calculate the shared key, in this case 9, respectively:

\[
\begin{align*}
k &= 2^8 = 256 \equiv 9 \mod 19 \\
k &= 16^{11} = 17592186044416 \equiv 9 \mod 19
\end{align*}
\]

Because of the discrete logarithm problem, it is impossible for an attacker to find out the \( a \)’s or the key.

We will now look at how OWE is arranged in case of an open or public network. The key exchange happens in the association phase. The following element will be included in both requests as the responses [16]:

<table>
<thead>
<tr>
<th>Element ID</th>
<th>Length</th>
<th>Element ID</th>
<th>element-specific</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>Extension</td>
<td>data</td>
</tr>
</tbody>
</table>

| 255 | variable | 32 | group | public key |

The three most interesting fields are the variable field, the group field and the public key field. The variable field is the public prime base element out
of the group, \( g \) in our example above. The group field contains an integer which stands for the prime group modulus, such as \( p \) above. The last of the three, the public key field contains the result of raising the variable \( g \) to the power of the private key of the client (C) or the access point (AP) and taking the modulo \( p \) of this, respectively:

\[
\text{publickey} = \text{variable}^{\text{privatekey}}_\text{C} \mod \text{group} \\
\text{publickey} = \text{variable}^{\text{privatekey}}_\text{AP} \mod \text{group}
\]

This way a Pairwise Master Key is exchanged using the Diffie-Hellman key exchange protocol and this PMK can be used as input for the four-way handshake to establish the session keys.

### 3.3 Attacks in public networks continued

Now that the changes in WPA3 are discussed, we can see how this impacts the possible attacks we discussed in the previous chapter:

- **Eavesdropping**: This attack could be performed in open network without protection and in networks that are secured with WPA2. In WPA3 OWE is used in the first scenario. This means that all data is encrypted with a shared secret generated with a Diffie-Hellman key exchange. Because of this encryption, an attacker can no longer see the content of messages that are sent in the network. When WPA2 is used, eavesdropping is also possible when the attacker is in the network, and thus knows the pass phrase. This is because in WPA2, the same keys for encryption are used by all clients in the network. With WPA3, and more specifically SAE, every conversation has its own shared secret to encrypt the data, thus eavesdropping is no longer possible.

- **Password cracking**: Because SAE in WPA3, this attack is no longer possible. Every time a attacker tries a password, the whole SAE protocol has to be executed which takes significantly more time than trying a password took before WPA3. Because of this delay, trying lots of passwords will take a huge amount of time and thus will be no longer feasible. With WPA2, an attacker could capture the packets of the four-way handshake and if this was done successfully, the attacker could try to crack the password offline. With SAE this is no longer possible. Every password guess has to be sent to the access point in order to check if it is correct. The attacker is now forced to stay online during the attack, and the network could limit the amount of guesses the attacker can make.
• **Evil twin attack:** We have seen that WPA3 solves the attacks above, but it does not solve evil twin attacks. Actually, nothing has changed regarding this kind of attacks. Someone malicious could still set up a network and perform to be the original network. Because this problem is not fixed in WPA3, we will propose a solution to this problem in this thesis.

### 3.4 Deployment of WPA3

In this section we will look into the deployment of WPA3. To this end we first look back at the deployment of WPA and WPA2, which will help us to understand how such a deployment takes place in practice. After that we will review the documentation on WPA3 and discuss the future plans for this standard.

As discussed in the preliminaries section, WPA was released after WEP was proven to be very insecure. As mentioned, because TKIP, a wrapper around RC4, was used in WPA, only a firmware update was needed for the devices that used the wireless standard. This was the reason WPA could be released and deployed quickly. Most of the old devices used for WEP would work with WPA and thus did not have to be replaced. However, this holds only for all devices with a wireless network interface card. The firmware on this wireless network interface card could be updated to work with WPA. Access points and routers from before 2003 could mostly not be updated to support WPA. However, it is more feasible to replace the access points than to replace all the client devices. The idea behind the release of WPA was to give a temporary solution to the problems found in WEP. In the meantime the Wi-Fi Alliance would remain to work on a whole new standard, WPA2.

In 2004, Wi-Fi Alliance released a new version of the *IEEE Standard for Information technology—Telecommunications and information exchange between systems Local and metropolitan area networks—Specific requirements Part 11: Wireless LAN Medium Access Control (MAC) and Physical Layer (PHY) Specifications* [20], better known as IEEE 802.11. This was, from this moment on, the new desired standard for wireless networks, which could be implemented as WPA2. This was also the moment Wi-Fi Alliance started to certify devices with the WPA2 certificate if the devices met the conditions. From March 2006, de WPA2 certificate was mandatory to get the Wi-Fi certificate. This certificate means the devices were tested, and when the new standard was implemented correctly, it would be granted the right to use the Wi-Fi CERTIFIED logo. On the website of Wi-Fi Alliance we can see that "Wi-Fi CERTIFIED™
is an internationally-recognized seal of approval for products indicating that they have met industry-agreed standards for interoperability, security, and a range of application specific protocols” [1]. So we can see that it took around 2 years from the release of the WPA2 standard until the moment it became one of the requirements for all new wireless devices. The most important reason for this delay is the fact that for this new standard the devices all needed to replaced, instead of getting a firmware update.

In 2016, Wi-Fi Alliance released a new version of the standard for Wireless LAN Medium Access Control (MAC) and Physical Layer (PHY) Specifications. In this version we now see the new protocols Simultaneous Authentication of Equals and Opportunistic Wireless Encryption as discussed in chapter 2. On one side, these two new techniques are great improvements for the wireless security, on the other side these are the main reason that the deployment of WPA3 takes a lot of time. At the moment of writing this, it has already been three years since the release of the of the new standard by Wi-Fi Alliance and there are still no to very few devices that support WPA3 out there. For this reason, we had to experiment with WPA Supplicant environment. In the official Wireless Protected Access 3 Specification Version 1.0 [2] is stated that new devices that do support WPA3, will be able to get a Wi-Fi CERTIFIED WPA3™, just like the WPA2 certificate. Although Wi-Fi Alliance did announce that such a certificate will be available, they did not specify any moment in the future when it will be mandatory for the overall Wi-Fi CERTIFIED™. This together with the fact that we are now already waiting longer for this to happen than when WPA2 was introduced, we can not make any accurate estimate.

3.5 Playing with WPA3

Because WPA3 is not used widely yet, but we still wanted to test it and play around with it, we had to test in different ways. Here is described how this can be done. We used WPA Supplicant [33]. This is a test environment for wireless networks. It offers lots of tests for all kind of protocols, including OWE and SAE. The environment can be found on https://w1.fi/wpa_supplicant/. Cloning the git repository that is on this website will give a folder named hostap. In hostap/tests/hwsim a file named example-setup.txt can be found. Following this guide will lead to the correct setup. Once everything is setup correctly we can try to run the tests and capture the corresponding packets. The script will setup a virtual access point and a virtual client. These two then connect using the chosen
protocol, OWE or SAE in our case. In the virtual environment created during the setup, we can switch to another terminal. There we can run tshark and capture on the hwsim0 interface, as illustrated in Appendices: figure 2 and figure 4. Tshark is the terminal oriented version of Wireshark. While this is running we run the tests for OWE and SAE in the first terminal, as can be seen in Appendices: figure 1 and figure 3.

After we successfully captured the tests, we send the capture files to our own live environment. This can be done in multiple ways, in this case git was used. Now we can open the files with Wireshark to analyze the data. However, the standard downloads that can be found on their site, do not yet support SAE and OWE. We have to download a newer version, that can be found on their website as well. 2.9.0 is the version that we used during this project. Following the guide on how to build the application from source that is on their website, this version of Wireshark can be installed.

We now opened the capture files in there and analyzed the data packets, as illustrated in Appendices: figure 5 and figure 6. This was helpful for a better understanding of the WPA3 protocols and finding out exactly where the additional information for these protocols were added. We could see that the key exchange in SAE can be found in the authentication phase (Figure 5: the two blue highlighted lines) and that the Diffie-Hellman key exchange in OWE was added in the association phase (Figure 6: the two blue highlighted lines).
Chapter 4

Defending against evil twin attacks

In this chapter, we will first have a closer look at the problem we are trying to solve. We have seen that OWE offers better security for public networks, but that it does not solve all problems. A remaining problem is the so-called evil twin attack. That is, one could set up a network with the exact same name as a public network, at the same place. Users will be unable to tell the difference. When the attacker is lucky, a victim will connect to his malicious network. Session keys are then exchanged between attacker and victim, so the attacker is able to decrypt all the data that is sent back and forth.

Luckily, applications can use TLS to encrypt the data that is being sent back and forth between the application and the server. However, not all applications and websites use this technique, so sometimes user names and/or passwords will pass the access point of the attacker, which is extremely bad practice. All he has to do is decrypt the data like a trustworthy access point would do, inspect the decrypted data and look for interesting data. Even if the application hashes the password instead of sending it in plain text, the attacker could save the hash value and sent it to the server when the password is required. The fact that some users use the same password for multiple, or even all purposes, makes this problem even more serious. Finding credentials for a small application without any sensitive data, might lead an attacker to credentials for other applications or websites, that do handle sensitive data.

Unfortunately, using TLS is not a perfect solution. Multiple kinds of attacks on TLS are known, such as downgrade attacks [25]. HTTP Strict Transport Security (HSTS) [18] is a security mechanism that protects against these downgrade attacks. However, defending against evil twin attacks is still important. TLS and HSTS are not always used and even if these security measures are used, an attacker can still gather information about clients.
To this end, we will discuss four possible approaches to this evil twin problem and describe how these could be realized. For each approach we will discuss four criteria:

- **Usability for the client**: This criteria describes how convenient using the approach is for the users. If the user has to perform an action for the approach, the approach will score negative on this criteria. The more technical knowledge that is required to perform this action, the lower the score will be. A positive score is achieved when users will not experience any problems using the approach.

- **Feasibility to implement the approach as an actual solution**: While a solution can be very suitable in an ideal world, it can be nearly impossible to implement it. This criteria describes whether implementing the approach is feasible.

- **Overhead**: Ideally, the user should not experience any delay when connection to a public wireless network with our suggested solution implemented. This criteria is about the presence of a delay and the length of the delay the approach will cause.

- **Effectiveness**: This criteria describes how effective the approach will be. In other words, to what extent does the approach provide the desired security.

### 4.1 Types of approaches

Now we know the theory of what is new in WPA3 and what is still lacking and causing security issues, we can discuss approaches for our problem. In this section we will discuss the following three approaches and compare them using our four criteria:

- Certificates
- Trust on first use
- Static network names

#### 4.1.1 Certificates

A possible solution that may come to mind is the use of certificates. Certificates are for example used for secured web browsing. The goal of certificates is to prove the identity of a web server, or more specifically, prove the ownership of the private key that is in the certificate. When a client wants to connect to a web server, a Transport Layer Security (TLS) handshake is performed [21]. First the client sends a *hello message* to the server, telling the
server it wants to connect. This message includes information about what encryption modes the client supports and what version of TLS it uses. The server then checks whether the TLS version and encryption modes match with its own capabilities. If this is the case, the server will respond with a message which includes the certificate. For this handshake, the most important field in a certificate is the public key of the server. This public key is used by the client to send a shared secret to the server, which the server can decrypt with his private key. This shared secret can then be used for encrypted data transfer.

![Transport Layer Security handshake](image)

**Figure 4.1:** Transport Layer Security handshake [6]

Next to the public key field, other information can be found in the certificate. The most important fields are the issuer and subject fields. The subject of a certificate, is the entity the certificate belongs to. In the case of a client connecting to a web server, the subject is the web server. The issuer is the entity that has verified the information in the certificate and signed it, using its private key. In practice, certificates are signed by a Certificate Authority (CA). A subject can request a certificate. The CA will then check the data about the subject, and if everything is correct, the subject will receive a signed certificate. In this way, CAs are used as a trusted third party. This is the main downside of certificates. Third parties are undesired because it needs a complex infrastructure between subjects, issuers and clients. Furthermore, when a CA is compromised, certificates are no longer secure. This means there is a single point of failure. Another field in certificates is the validity period, in which the certificate is valid. Information about the different uses of the certificate and the public key are also in the certificate. Next to web browsing, for example it can be used for email protection or signing other certificates. The last two fields contain the information about the signature of the CA. The signature itself can be
found in the certificate, as well as the algorithm used to sign the certificate [4].

This technique, as used in web browsing, could also be used in our case about public wireless networks. For example, a coffee shop that wants to set up a public network for its guests, will ask a CA for a certificate. CAs in this case could be the same as in the case of web browsing. This would mean CAs would have to widen their scope. Alternatively, new CAs could be introduced, specially for public networking. In both cases, a client would need a list of trusted CAs and their public keys before connection to a network. Applications used for browsing the web, like Chrome and Firefox, have such a list built in. Such a list should be built in the device software or firmware in our case. This would require companies to update their software or firmware regularly. Then clients, with a CA list at hand, could check the certificate of a network by checking the signature with the public key in the list.

Why certificates do not work

However, there are reasons why certificates is not a workable solution. Firstly, there is an identification problem, i.e. it is difficult to determine what should be identified. For web browsing the domain name is used, because a domain name can only be used by one person or organization. Wireless networking does not have such a restriction to the network name. In web browsing the party that hosts the website can prove that it is the only that uses that domain name and that it is the one that has the administrator rights the the website. In our case, it is impossible to prove to the CA that a party is the only one that uses the network name and that it is the only one with administrator rights. This way multiple certificates for the same network name could be distributed, which makes it possible for an attacker to get a certificate for his evil twin network as well. Hypothetically, this could be solved by showing clients somewhere clearly visible in the room which certificate the trustworthy network uses. However, the identification problem remains. It is very difficult to prove to the CA that a network belongs to a host.

Secondly, this will not work for consumer networks. Someone setting up a open network at home for his guests will have problems getting a valid certificate for his network. This might be costly, which is undesirable for small consumers. There exist free options to get a certificate, but these are based on automated distribution of certificates. Because of our identification problem, it is very hard to automate the distribution of certificates in the case of Wi-Fi networks. Next to that, consumers do not have a organization that they can prove the network belongs to. Then again we see the same problem as stated above; there is no way to identify the party that hosts the network.
In the thesis written by Matthias Ghering [13], we find a third problem with this approach. In this thesis evil twin attacks on Enterprise networks are discussed. As an example the Eduroam network is used. In such a network, certificates are already used. However, on the client side these certificates need to be installed. Because of the fact that some devices do not support the correct settings and that other devices make it very hard to set this up correctly, the certificates are often not installed correctly. This way the client device will accept any certificate that is presented.

- **Usability for the client:** Most people are already used to this approach from web browsing. This works exactly the same for the client. When the access point has a valid certificate, the client will not even notice this approach, because the device performs the check. When the certificate is not valid, the user should be informed about this. This can be done by using the same green lock icons that are used by most web browsers. This icons could be shown next to the access point’s name in the list of available networks on the device. When a client decides to connect to an access point without a valid certificate, or the certificate of a known access point is expired and the client wants to connect, the device should inform the user that the network might not be safe. Like in web browsers, clients can still connect to the possibly unsafe network in an advanced options section. However, as we discussed above, setting up the use of certificates at the client side is very difficult or even impossible. Using the correct settings is necessary for this approach to work. Next to that, this approach might not be ideal for consumers. Getting a certificate might be costly. Because of these two issues, the approach does not score very well on usability.

- **Feasibility to implement the approach as an actual solution:** As discussed above it is hard to implement this as a solution because there is no way to identify the host of the network, because of the identification problem. Next to that, it will be difficult or impossible for users to set up their device correctly.

- **Overhead:** This approach can be implemented in such a way that there will be little overhead. Just like in web browsing, checking the certificate does not cost much time. The client will barely notice that the device performs a check on the certificate.

- **Effectiveness:** Assuming there was a way to identify the host of a network, certificates would be an effective approach. However, as we already discussed this is very hard to do, which makes this approach not that effective. Because certificates are based on a Public Key Infrastructure (PKI), it would be effective if the identification problem
could be solved. CAs sign the certificates they distribute with their private key. Users can, with the public key of the CA, check the signature. Attacking certificates would require an adversary to generate fake certificates. However, since certificates are only accepted by clients when the certificate is signed correctly, an adversary would need to generate a fake signature. To do this, one would need to crack the private key of the CA. However, because of the key lengths that CAs use, this is infeasible. For example, if we have a look at Let’s Encrypt, which is a popular CA, their documentation tells us that private keys are at least 2048 bits long [11]. Such key lengths are unbreakable. For this approach we have to assume that CAs are trustworthy and do their work well. Then adversaries will not be able to get a valid certificate. The risk of this approach is the fact that users might make wrong decisions. A client can choose to connect to an access point without a valid certificate.

4.1.2 Trust on first use

A better approach is trust on first use. This security model is used by clients to establish a connection with an unknown endpoint. Generally, a client will try to look up the endpoint in his local database of trusted endpoints. If it is in there, this means the endpoint is known and trusted. If there is no entry for this endpoint, one is added.

In our case a combination of the network name and the public key belonging to this network will be saved. This public key is generated the first time the network is set up. A private key is then generated as well. When connecting to the network, the access point will send the client a message that is signed with the private key of the network, together with the public key of the network. The client can now decrypt this message with the public key. If this is done successfully, the client knows that a valid key pair is used and the public key can be saved together with the network name, which is also called the SSID of the network.

Using trust on first use, only new clients are possible victims. Clients who have already connected to the trustworthy access point in the past, will see that the key pair of malicious access point does not match the entry in the trust database, and a connection will not be made. For new clients, there is a chance they pick the attacker’s network instead of the original, trustworthy one. Now the client will add an entry into the trust database. Usually, attackers can perform their attack only a limited amount of time. So when a victim tries to connect to the network later, only the trustworthy network is available. The client will then notice that the public key does not match the public key of the saved network and the client will notice an attack has been performed or is being performed at the moment. This way the client will find out something went wrong. Even though the harm
is already done in the first case, the client will be informed that something suspicious happened and the client will be able to take action. This is already an improvement to the current situation.

- **Usability for the client:** This approach can be implemented in such a way that the user will not notice it. The device of the user does all of the work, and the client can use it the same way as without trust on first use. Only when the public key that is saved locally does not match the public key of the network that is presented, the user will notice that this approach is used.

- **Feasibility to implement the approach as an actual solution:** Trust on first use is used in other scenarios, such as SSH. A similar implementation is possible for wireless networking. A downside is the fact that a database of trusted access points should be saved locally, which requires some space in the memory of the device. This may be a problem for Internet of Things (IoT) devices. IoT devices do not have memory to maintain such a database, which means trust on first use is not an option. Because of this, IoT devices should always use TLS when communicating with other devices.

- **Overhead:** This approach has little overhead. We can consider two cases; the case where the access point is known and in the database and the case where the access point is unknown. In the first case, the device will find the access point in the database, check the public key and the device will establish the connection. This can be done in a short time. In the latter case, the device will notice the access point is not in the database and a new entry is added, which can be done in little time as well.

- **Effectiveness:** This approach is not perfectly effective. In the case where the user has already connected to the network sometimes before an attack is performed, the attack itself will be noticed by the device. When the client wants to connect to a network for the first time and an attack is performed at that time, the user might not notice that the network should not be trusted. Because the latter case will only very rarely, this approach still can be seen as effective and as an improvement.

### 4.1.3 Network names

In this section we will discuss the following two approaches that use the network name, the SSID:

- Static network names
- Public key as network name
**Static network names**

A simple approach is making it impossible to change network names. Like the unchangeable Media Access Control (MAC) addresses used for devices in the data link layer, routers and access point could have a static network name. When setting up a network, the name is in the current situation one of the fields that can be changed. This is no longer possible with this approach. When the network name can not be changed, it could be written somewhere visible in the room, for example in the coffee shop. It is impossible for an adversary to use the same network name, thus different networks can easily be distinguished by the client user. The downside of this approach is that is requires human activity. The user has to look for the correct network name somewhere in the room and compare it to the network it connects to. To make this more convenient, the client device can show a pop-up with the question whether the network names are equal. The user can then confirm to establish the connection, or reject the network if the network name is not correct. This technique can be combined with trust on first use. In that case a user has to perform this action only once, when connecting for the first time.

Although this approach looks simple and secure, it has a big security flaw. Like MAC addresses, it should be impossible for users to change the network name. However, making sure this is really impossible is hard. Changing MAC addresses, which is called MAC address spoofing, is an easy thing to do for an adversary. It appears it is hard to make MAC addresses really static, which could be the case as well with static network names. A possibility for an adversary to change the network name, will make this approach completely useless.

- **Usability for the client**: The usability of this approach depends on how things are organized. If network names are chosen completely at random, it will require some effort from the user to compare this to the correct network name which can be found somewhere nearby. However, when it is possible for the owners of access points to choose a network name, it will require less effort, because it will consist of known names or number combinations, which make sense to the user.

- **Feasibility to implement the approach as an actual solution**: Implementing this solution is very challenging when the network name should be unchangeable. When we look at MAC addresses, we see that it is almost impossible to make a MAC address, or in our case a network name, really static. MAC addresses are used as a unique ID for a Network Interface Card (NIC). The manufacturer gives the NIC its MAC address, and the MAC address is linked to the hardware part of the NIC. This is, as desired, unchangeable. Similarly, this could be done with access points as well. The network name could be linked
to the hardware and thus be unchangeable. However, although MAC addresses are static in the hardware, it is possible to fake the address in the software. This is called MAC spoofing. In our case, network name spoofing could be performed similarly. This attack is very hard to defend against.

- **Overhead**: This approach has little overhead, because the way of connecting to an access point does not really change. The only thing that changes is the fact that a user now needs to perform a check. This will cost some time, but the actual connecting to the access point will barely be slowed down.

- **Effectiveness**: As mentioned above, clients have to perform a check. This is the reason this solution is not completely effective. Clients can make mistakes. When we assume that users are able to perform the check perfectly every time and the network name is really static, we can say this solution is perfectly effective. An adversary will not be able to convince clients that his network is trustworthy because the difference in network names will reveal the attack. When comparing this approach to trust on first use, static network names is less effective. This is because it depends on human beings performing a check, where trust on first use can be fully automated. The chances the device makes a mistake is lower than the chances a user makes a mistake.

### Public key as network name

Another way of using the network name to defend against evil twin attacks is to use the public key of the network as network name. This approach fixes the main problem of our trust on first use approach, namely the fact that the first time connecting to a network is not secure. Now the network should generate a combination of a public and private key when setting up the network the first time. The public key then becomes the network name. Now a client that wants to connect can use the public key in the handshake to determine that the network is the original network with that network name. The fact that only the original network has access to the private key, makes it impossible for an attacker to pretend to be the same network. This approach is similar to hidden services in Tor, the onion router [10]. These hidden services use a domain name in which the public key of the host of this hidden service is used. A downside to this way of using the network name is the fact that the user can no longer see to who or what the network belongs. This can be solved by showing the network name somewhere in the room. However, the user then has to check for the correct public key which is less user friendly. Next to that, public keys are strings that make no sense to the user. Users might not be able to distinguish the public keys correctly.
• **Usability for the client:** The user will now have to compare the public key with the public key that can be found somewhere nearby. Public keys are random strings which makes this harder to do for the user. This means this approach is less user friendly.

• **Feasibility to implement the approach as an actual solution:** When the public key is used as network name, implementing this approach is not hard. The access point should generate a public and private key the first time the network is set up and the public key should be used as network name. Then the access point can send a message encrypted with the private key and the client will decrypt this with the public key. If this happens correctly, the network can be trusted.

• **Overhead:** This approach has little overhead, because the way of connecting to an access point does not really change. The access point has to encrypt one of the messages in the handshake with its private key and the client has to decrypt this message with the public key. This is simple cryptography which can be done in little time. The only thing that changes is the fact that a user now needs to perform a check. This will cause some inconvenience, but the actual connecting to the access point will barely be slowed down.

• **Effectiveness:** This approach can be effective. However, users can make mistakes performing the network name check, which might cause problems. If a user decides to connect to another network than the one that is visible somewhere in the room, security can not be guaranteed. Here we see the same problem as with static network names. Because this approach depends on human interaction, it is less effective than trust on first use.

### 4.1.4 Evaluation of approaches

Regarding the analysis of the approaches in this section, trust on first use is chosen to mitigate against evil twin attacks. Using the public key as network name might be more effective if the user is able to verify network name successfully every time. However, it is not user friendly. We decided usability is more important than the the risk trust on first use has when connecting for the first time. In section 4.2 we will discuss how trust on first use could be implemented in more detail and we will consider different scenarios in which this approach can be used.
4.2 Implementing trust on first use

As stated in section 4.1.2, the access point will generate a public key and private key the first time it is set up. Actually, every time the network name is changed by the administrator, a new key pair should be generated. Access points and routers that are currently used, should get a firmware update to be able to generate such a key pair. However, such changes will require the whole security protocol to be updated. This means a new WPA version is needed where trust on first use is a part of. After the key pair is generated, clients can connect to the network. As described in chapter 2, the authentication and association phase are firstly performed. The access point then computes a hash value of these two phases, signs this hash with its private key and sends the following message to the client during the four-way handshake:

\[publickey, (Hash(authenticationphase + associationphase))_{privatekey}\]

The client computes also the hash value of the authentication and association phase. When the client receives the signed hash value as described above, the client uses the public key to verify the signed hash value. Now the client compares the hash value with the hash value that it computed itself. If a valid key pair is used, these two values will be equal. If these values are not equal, the key pair that is used was not valid and the connection should not be made. In case the client connects to the network for the first time, the public key, together with the network name, will be locally saved. If the network name is already locally saved, together with a public key, then the saved key should be used to decrypt the hash value, instead of the public key that is sent alongside the signed hash value.

When this approach is used, and a adversary sets up an evil twin network, the client will see that the network name is already known. When the client then used the saved public key to decrypt the signed hash value, the client will notice that the public key does not belong to this network and thus that the network is not the original trustworthy network. In this case a connection should not be made.

4.2.1 Scenarios

Wireless networks, and thus trust on first use as an approach, are widely usable, so it can be used in different scenarios. We will now discuss the different scenarios and how trust on first use as a solution works in these scenarios.

Consumer networks

Firstly, we discuss consumer networks. Our proposed solution works for consumer networks. When a consumer sets up a home network, the access point
or router can generate a key combination without any human interaction. In this case the approach can be exactly used as described above. Small-scale public Wi-Fi networks, such as the networks used in a coffeeshop, are in this category as well.

**Public networks**

Secondly, we look at large-scale public networks. As an example we take the well known *WiFi in de trein* network from the Nederlandse Spoorwegen. This network is present in all trains from this organization. A client has to accept the terms and conditions, and after that is done the client can use the free public network. This network is present at a lot of places under the same network name. This means that all these networks should use the same combination of private and public key. So the Nederlandse Spoorwegen should distribute the same keys to all the trains that they use. For an attacker to break the security trust on first use offers, an attacker would have to get the private key. Because this key is saved in all access point, an attacker could try to find an access point and physically connect it to his own device to get to the private key. In case of WiFi in de trein, the access points are hidden in such a way that they can not be easily found. This makes it harder to perform this attack. Next to that, such networks are mostly located at busy places. Thus social control makes it less likely for an attacker to get access physically to an access point.

**Enterprise networks**

Lastly, trust on first use should be suitable for networks with WPA Enterprise. As an example we look at *Eduroam*, the network used in most educational environments. This network lets users log in with their own credentials, i.e. a email address and a password. When logged in successfully, the user has access to the internet via this network at schools and universities all over the world. Because all this educational institutes use Eduroam as a network and thus have the same network name, all this institutes should use the same combination of public and private key. Where this was not a big problem for public networks like WiFi in de trein, because it is only one organization, it is more of a problem for a network like Eduroam. Sharing the same key pair over these numbers of organizations is practically hard, but also a security risk. All organizations that use eduroam would have access to the public and private key combination. This means the risk that the private key will fall into wrong hands is higher. When the private key would be leaked, our proposed solution would be fully compromised. Thus, for enterprise networks, the distribution of the public and private key requires special care and policies.
Chapter 5

Related Work

Ever since the introduction of wireless networks, adversaries have been looking for new ways to attack such networks. On the other side, people have been trying to mitigate against these attacks and making wireless networks more secure. Man in the middle attacks, eavesdropping, password cracking attacks and evil twin attacks are the most important attacks. For these attacks, security measures have been proposed. Related work on these attacks is discussed in this chapter. Section 5.1 covers eavesdropping, password cracking is discussed in section 5.2, evil twin attacks are addressed in section 5.3 and in section 5.4 man in the middle are discussed. Because of the changes in WPA3, eavesdropping and password cracking attacks are no longer possible. Evil twin attacks and man in the middle attacks are still things someone malicious could do.

5.1 Eavesdropping

The possibility to eavesdrop on public networks and countermeasures against it are discussed in a research by Cheng et al. [7]. This research is about eavesdropping in public networks. Cheng et al. came to the conclusion that privacy leakage can be up to 68 percent as a result of such an attack. This result is based on data traffic they analyzed at twenty airports in four different countries. However, with WPA3, and more specifically Opportunistic Wireless Encryption, eavesdropping as in this research is no longer possible.

5.2 Password cracking

Networks protected with a password can be attacked with password cracking. The idea behind this attack is simply trying all possible passwords until the correct one is found. Brute forcing passwords like this is analyzed by Visan [31]. They calculated that it would take 351 years to crack a password consisting of eight alphanumeric characters, both uppercase and lowercase.
To speed this process up, they propose to use a graphics processing unit instead of a central processing unit. This would be significantly faster, with an expected fourteen months of time needed to crack a similar password. They propose that passwords should be longer, at least twelve to fourteen characters and that passwords should be as random as possible with special characters included.

With the introduction of WPA3, and more specifically SAE, password cracking in this way is no longer possible. The SAE protocol has to be executed completely before an attacker gets the feedback whether the password was correct. Because of the relatively long execution time, guessing passwords will take much more time, making it infeasible to perform such an attack. Next to that the attacker can no longer capture the four-way handshake and try to crack the password offline. Every guess has to be sent to the access point and thus the attacker has to stay online during the whole attack. Also, the network could limit the amount of guesses the attacker is allowed to make, which makes it even harder for the attacker to crack the password.

5.3 Evil twin attacks

On evil twin attacks, research already has been done as well. We could divide this into two categories; on one side, solutions for which users actively have to perform an action, and detection of evil twins on the other side.

Roth et al. published a solution of the first category, where the user actively has to perform an action [23]. In their case, the access point is placed such that it is clearly visible for all clients. A light with multiple colors is added to the device. When a client wishes to connect, the access point will show a sequence of colors, which the client has to enter on their device they want to connect. When the sequence is correct, the client knows the access point is legitimate and the connection is established.

In the other category, a research has been done by Gonzales et al. [14]. Their research was focused on how to detect an evil twin. The first approach discussed works with comparing the set of SSIDs at a location. That is, the first time someone connects to a public network at a given location, that client makes up a set of all available access points at that location. The assumption here is that the access point to which the client connects the first time, is trustworthy. When the client returns to that location later, to connect to an access point again, the set of all available access points is compared to the set the client gathered the first time. When these sets are equal, there is no evil twin present. When the sets are not equal, and all names of the network are the same, then there is probably an evil twin at work. A downside to this technique is when a router or access point is changed. This will result in a false positive.
In the second category we also see a research done by Mustafa and Xu [22]. They propose to look at the time it takes to send and receive packets. They state that genuine access points are mostly faster and especially more constant. The reason behind the delay and differences in packet time is the fact that evil twins most of the time change or analyze the data that is sent. Other reason might be that the evil twin performs as a man in the middle. In this case all data has to be forwarded to the legitimate access point and back to the client. By analyzing the time that it takes to send and receive packets Mustafa and Xu are able to get a hundred percent detection accuracy, when the adversary is using a mobile phone to set up an evil twin. When the attacker is using a laptop with software designed to launch evil twin attacks, the accuracy is about 98 percent.

In this category we also see the work of Bahl et al. [3]. They present a cheap framework that can detect evil twin attacks. This framework is called DIAR.

5.4 Man in the middle attacks

A special kind of evil twin attacks is man in the middle attacks. An attacker can set up an evil twin network and provide the internet to the clients itself, or the attacker forwards all data to a legit access point to connect to the internet. In the latter case, this attack is actually a man in the middle attack. A man in the middle attack is performed by an adversary, who is forwarding all data between two clients, or a client and an access point, and the attacker makes them think they are communication with each other directly. Because all data passes via the attacker, he is able to inspect and even alter the data. The solution that Choi et al. proposed, was to add strong encryption and strong authentication of both devices and users [8]. Strong authentication is probably the most effective way to prevent man in the middle attacks.
Chapter 6

Conclusion

From chapter 2 we can conclude that Wireless Protected Access 3, and more specifically Simultaneous Authentication of Equals and Opportunistic Wireless Encryption, will increase the level of security in Wi-Fi networks significantly. However, we have also seen that the level of security is still far from perfect, and focused on the evil twin attack in this thesis, since there are no improvements in WPA3 regarding evil twin attacks. We have seen that multiple countermeasures exist against this kind of attack, such as the use of certificates, static network names, public key as network name and trust of first use. Even though the use of certificates may seem an obvious solution because we already use it in web browsing, it does not work in the case of wireless networking. Instead we have concluded that the use of ”trust on first use” is the best option regarding the four criteria we used. We have elaborated on how this could be implemented and how the approach would work in different scenarios. Some additional information has to be sent during the four-way handshake, next to the regular packets transmitted with the current implementation. This can be used to implement our provided solution in combination with WPA3, or one of the standards that is still to come.

However, our proposed solution alone is not enough to offer the desired security. Next to our solution to evil twin attacks in the link layer, security could be also offered in other layers. In the transport layer TLS, short for Transport Layer Security, is an important protocol that should always be used. Trust on first use combined with TLS offers the best security. When TLS is already used, trust on first use is still a useful improvement. An attacker can still gather information about clients connected to his network when TLS is used.

A downside of our proposed solution is that all devices need a firmware update. Access points and routers will need a update that makes it possible to generate a pair of a public and private key, calculate a hash value and sign this hash value. Client devices such as mobile phones and laptops will
have to be updated to enable the device to compute the same hash value, decrypt the signature and locally save the public key. An update this big will mean a new security protocol is needed and thus a new WPA version has to be released. As discussed in section 3.4, deploying a new security protocol takes time.

Because trust on first use does not guarantee security when connecting to a network for the first time, we want evil twin attacks to be only performed for a limited amount of time. Bahl et al. presented a cheap framework called DAIR that can detect evil twin attacks [3]. This framework can be used by administrators so that they can detect evil twins. As discussed in chapter 5, Gonzales et al. [14] proposed a way to detect evil twin attacks. When combined with this techniques, our proposed solution will offer better security.
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Appendices
Playing around with WPA3

These are the screen shots from playing around with WPA3 as described in section 3.5.

**Figure 1:** Testing Simultaneous Authentication of Equals with WPA Supplicant

```sh
$ sudo tshark -i eth1 -w sae.cap
```

**Figure 2:** Capturing Simultaneous Authentication of Equals with tshark
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Figure 3: Testing Opportunistic Wireless Encryption with WPA Supplicant

Figure 4: Capturing Opportunistic Wireless Encryption with tshark
Figure 5: Simultaneous Authentication of Equals captured in Wireshark

Authentication Algorithm: 802.11i (EAP-TLS, EAP-SIM)

Authentication Request:
- EAP Type: EAP-SIM
- Cipher Suite: EAP-MSM (EAP-TLS)
- User ID: [Redacted]
- Secret: [Redacted]
Figure 6: Opportunistic Wireless Encryption captured in Wireshark