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Abstract

Everything around us is becoming more and more connected. Your car, your watch and even the coffee machine can be connected to the cloud. Therefore, it is pivotal to think about ways to teach our youngest generations the ins and outs on this subject. Already many studies have been conducted on the introduction of programming skills to young children. The aim of this thesis is to create an overview on what is known about teaching programming in primary education, i.e. children up to the age of 12 (k-6). To this end, a combination of scientific review studies and original studies were analyzed with a focus on specific learning goals, learning content, the student’s understanding, instructional design and assessment. In conclusion it can be stated that a plugged project based intervention could help young students in becoming better programmers in the future!
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Chapter 1

Introduction

Computers are becoming a greater part of everyone’s lives (Wodjao, 2020). The so called “Internet of Things” is all around us. Everything is connected to each other, every system has a database in the cloud or operates digitally. In fact, it became an important aspect of our society so quickly that the foundation for teaching and understanding the basics of computer science were never thought of.

The youngest generation needs to come in contact with the ”why” and the ”how” questions surrounding computer science. Why is everything connected to each other? Why is my mobile phone connected to that specific access point? How is this connection established? And how is my data sent over this connection? If you never ask these questions a deeper understanding will never be achieved. Therefore, a true understanding is not present in the minds of future generations.

Wing (2006) states that not only computer scientists but everyone should have some understanding of computational concepts. A true understanding comes with understanding of the multiple levels of abstraction. Not only knowing how your computer is connected to the internet, but understanding why it is connected to the internet. The information technology (IT) sector is growing faster than ever before. The top three of fastest growing industries in the US are all IT related (Ibisworld, 2019). Gresnigt, Taconis, van Keulen, Gravemeijer, and Baartman (2014) also shows that many people work in jobs related to science and technology, and a great workforce with suitable schooling in these subjects is needed.

In other words, if we do not do anything our future will hold a shortage of people working in science and technology. We know that in primary school and in the teacher training program, there is a struggle to implement this kind of education. The importance of this subject has been acknowledged,
but an efficient way of implementation into the primary school curriculum has not yet been found.

A first step must be taken in integrating this into the standard curriculum. Learning how to program is the basis of computer science (Grover & Pea, 2013). Therefore, we take a look at what has been done when it comes to implementing programming education in primary schools. By implementing a programming curriculum, a first step will be taken in getting our younger generation ahead in the field of computer and information science.

It has been shown that most students develop their interest in and attitudes towards science before the age of 14 (Osborne & Dillon, 2008). Therefore, if a greater effort is put in ensuring that the quality of science education before this age is of the highest standards, a bigger interest in this specific field will be generated for the next generation.

When taking a look at how to introduce programming in the primary school curriculum, there are a lot of aspects that need to be taken into account. Simple examples are: what kind of teach material suits different classes? What can be taught (not too difficult)? What level of understanding do the children have? All these questions pop into mind when first asking the question: How to do integrate programming in primary schools.

The research will be contributing to the work that Shirley de Wit is doing together with Hanno van Keulen with the 'Tech your future' science group. They are researching the question 'What is the place of programming in elementary school?'. What has been tried in the field of introducing programming into the primary school curricula and how was this achieved at the time.

In the chapter Background an insight is given with regards to the theoretical background. In the chapter Research a overview is given of the studied case studies. Conclusion and Discussion both conclude and discuss the found results.
Chapter 2

Background

Computer programming is defined as follows:

"The activity or job of writing computer programs (Cambridge international dictionary of English, n.d.)."

This is a rather broad definition. Writing a computer program is mostly done via the use of a basic textual programming language (C, Java, etc.). These languages use various syntax, libraries, an object oriented or imperative base for its language.

These definitions are too complex to teach in primary school (McCalla & Greer, 1993). Primary school has children ranging from ages K-6 (Kindergarten to 12 years old). Every age group and grade has a different curriculum. When defining a curriculum there are various aspects that should be taken into account. Van den Akker (2007) states that there are multiple questions that should be asked when you are creating a curriculum. (Van den Akker, 2007) defines the following questions:

- What do they need to learn?
- What are they learning?
- How are they learning?
- What is the teacher’s role?
- What do they use to learn?
- With whom are they learning?
- Where are they learning?
- When are they learning?
• How are they being assessed?

These are a lot of questions, but they tackle the core principle when creating a curriculum. To define structure when asking these questions about how to integrate programming on primary schools, we apply the framework introduced by Magnusson, Krajcik, and Borko (1999). They had developed this framework with taking into account the specific pedagogical aspects.

"The figure can serve as a map for planning science teacher education experiences and for specifying desired knowledge outcomes of those experiences." (Magnusson et al., 1999)

The "figure" they are referring to, is the following: Goals and objectives, Students’ understanding, Instructional strategies and Assessment. We use the framework that is provided by Magnusson et al. (1999) combined with the design questions of Van den Akker (2007).

2.1 Goals and objectives

When teaching a subject, whether it is programming or computational thinking, a clear scope needs to be defined. This way we know when a certain set goal has been achieved. When setting a goal, in the field of programming, there are different angles of approach you can take to obtain a goal, as stated by research done by Robins, Rountree, and Rountree (2003).

The first one is the comparison between an expert and a novice. In the definition of an expert or the definition of a novice a lot is left open to interpretation. Primary school cannot be defined as a single type or constant. It contains children from different ages: 4 to 12 years old. Therefore, there is a difference in skill level within this broad group. The first time someone comes into contact with a programming course they are, as of the definition, a novice in that specific area. But it is not the same 'level of novice’ per grade. At every age a child has more life experiences and it is more developed than the year before. This is described in the way information can be presented to children in different age groups. Every grade is more experienced and can understand more than the grade below.

Bybee (2011) has come to that same conclusion, but with regards to the tools children can use. "In the early grades, students can learn to use appropriate instruments (e.g., rulers and thermometers) and their units in measurements and in quantitative results to compare proposed solutions to an engineering problem. In upper grades, students can use computers to analyze data sets and express the significance of data using statistics.”
An example of this increasing difficulty are mathematics lessons on primary school. All throughout primary school we have had mathematics. Every year a couple of hours a week. Every year learning new things about the field of mathematics. Mathematics does not have a general book on how it should be taught. It is a carefully constructed curriculum to suit the capabilities of the grades, specified for each year. Teaching programming in K-6 must have the same framework.

van Bekkum (2017) integrates this problem in his proposed curriculum. He states that the described level of difference is essential in designing a curriculum. For each grade a different, higher and more difficult level of understanding of the grammar of programming. He states the following learning goals: algorithm, decomposition, patterns, repetition, errors, prerequisites, abstraction, function, variable and representation. (van Bekkum, 2017).

As long as the children do not notice the transition in subject, it is an indication that they are capable of performing this next step in understanding programming or a specified concept of computational thinking, and that a previous set goal has been achieved. Bybee (2011) refers to this as a standard experience.

After the comparison between an expert and a novice comes the comparison between comprehension and generation (Robins et al., 2003). When the information is taught, do they understand the holistic view of the basis of programming or are they only able to generate a logical answer to the presented problem question.

Let us emphasize this distinction of comprehension versus generation with a real life example. We can teach a child how to build a house using LEGO blocks. First we build a house with all sorts of blocks and it looks like a firm and steady house. When you ask a child to also build a house out of LEGO there are two types of approaches it may take. The first one is copy behaviour (generation). It sees the house you build and it starts to build the house according to the visuals of the house we have built. This way the foundation of building a house is not taken into consideration. The second way is building with a foundation, starting by building a base and building a house from the ground up (comprehension).

It is important that there is a understanding of how the house is built. When introducing a introductory programming course the same applies. It
is necessary that the children are able to generate an assessable product in the end, a product generated via comprehension instead of replication. If a teaching exercise is presented during class, children between K-12 are expected to generate a solution via comprehension. Planning and carrying out investigations to get a better understanding in solving a problem should be the standard experience in every k-12 classroom (Bybee, 2011).

Not only the representation and the framework are important criteria for the teaching programming for student k-6. Linn and Dalbey (1989) proposes a ‘chain of cognitive accomplishments’ of learning goals, that should arise from ideal computer programming instruction. This chain of accomplishments forms a good summary of what could be meant by deep learning in introductory programming. This chain is defined as follows:

- The first link is the features of the language being taught
- The second link is design skills
- The third link is problem-solving skills

This chain defines the way the cognitive accomplishments are introduced into the curriculum of the student.

**Explanation of the chain of cognitive accomplishment:** First, the student needs to understand the language the program uses. Without the understanding of the language or the usage of the tool a learning process cannot be enabled. This also applies to learning how to talk for example. If you do not know the words used in a specific language, it is nearly impossible to construct complete and correct sentences. This is the first link used by Linn and Dalbey (1989) and the second phase used by Zaharija, Mladenović, and Boljat (2013). Once the basic understanding of the language or tool has been established, the second link and third phase both state that the children/students now must learn how to use the language or tool to create a solution, i.e. understanding how multiple separate aspects can work together to create a coherent whole. After these stages, the children are able to use the language or tool properly. This brings us to the final and third link and fourth phase, executing the knowledge about the language or tool to a real life problem.

Zaharija et al. (2013) describes a more recent study that used a different version of this ‘chain of cognitive accomplishments’. This study worked with four different phases, as compared to the three used by (Linn & Dalbey, 1989). It is a good example on why these steps are a solid basis for
each curriculum.

By using these steps, the underlying problem will be addressed and no result is obtained via trial-and-error (Zaharija et al., 2013).

When we look at Van den Akker (2007) the two questions that should be asked are: what do they need to learn? And what are they learning?

When the learning goal ‘what do they need to learn?’ has been established, smaller simpler goals must be set to achieve that goal. This is defined as the learning content which answers the question ‘what are they learning?’.

The context of teaching and learning how to program on primary schools is a small scope. This is because children from ages k to 6 are not susceptible to understanding the more advanced terms and understandings that are connected to programming. You cannot start with explaining iteration, recursion or loops (McCalla & Greer, 1993). How to solve these obstacles, brings us to the pedagogical side of teaching a primary school.

2.2 Students’ understanding

One of the most important aspects to consider when implementing a new course in the curriculum, are the students that are being taught. We are looking at introducing a programming course in Dutch primary schools. This contains children from the ages four or five to ages at twelve or thirteen. This is defined as K-6 (kindergarten to twelve years old). School is not only meant to teach children pure knowledge. Primary school is much more than a phase in which the children must absorb knowledge. It is the first time they come into contact with a lot of other things. They learn about making friends, what sport they like, they develop interest in activities and learn about what is right and wrong. Therefore, this is a difficult group to study.

Pointed out by Lye and Koh (2014) a better understanding is necessary of the students’ engagement. The children on primary school are ranging from the ages 4 to 12. In all cases we know that concentration for a longer period of time is difficult for these children. Focusing on a task they are not interested in, is difficult as well. Therefore, the main task from a teachers’ point of view is engaging the children in the task at hand (Duncan & Bell, 2015).

The engagement of the students combined with the not yet developed cog-
nitive capabilities of the children, results in the fact that complex problems cannot be presented to children. Since reducing a problem into smaller sub-problems is not possible for the children (Robins et al., 2003).

2.3 Instructional strategies

There are many different forms of education for children from k-6. Teaching programming has two ways in which it can be presented to the students: plugged and unplugged education. Plugged education is with the usage of a digital device whereas unplugged education is relying on tangible materials (Saxena, Lo, Hew, & Wong, 2020).

Other than plugged or unplugged programming, we could also take a look at what form of representation is used to present the problem. It can be presented as a visual or textual problem. The difference between visual and textual is what object is used to represent the problem that the student needs to solve. Visual representation is by means of an object, drawing or other non-textual visual image whereas the textual representation is purely based on representation via text.

When designing and presenting instructions, for students from k to 6, it is important to realise that without guidance on the cognitive aspects of computational practices and computational perspectives, the programming experience may be non-educative as students are not actively reflecting on their experience (Grover & Pea, 2013). They could be merely doing it in the trial-and-error mode rather than thinking as they are doing. This also refers to the section about comprehension as described in the goals and objectives chapter.

The implication described by Grover and Pea (2013) holds the same value for visual programming in k-6. These students need to work within a certain framework that is understandable from a cognitive point of view. A trial-and-error mode does not have the preference over a thinking-doing strategy. A thinking-doing strategy is also proposed by Lye and Koh (2014). Because of this implication, a framework must be kept simple (Grover & Pea, 2013). This way a focus on the task at hand is favoured. Bybee (2011) also suggests that a framework must be kept simple. Therefore, Bybee (2011) proposes that lower grades should differ, more easy to use, tools than higher grades. Because the usage of a tool should not be an implication in the learning process.
From the questions that we asked based on Van den Akker (2007), we see that the most questions are applicable to the subsection instructional strategies, based on Magnusson et al. (1999).

- How are they learning?
- What is the teacher’s role?
- What do they use to learn?
- With whom are they learning?
- Where are they learning?
- When are they learning?

Since these questions form the basis of what is being learned and how it is taught, many of the questions were expected to be answered in this section. This is due to the fact that, as said by Van den Akker (2007):

”The components of learning activities, teacher role, and materials & resources are at the core of the micro-curriculum in the classroom.”

We are looking at introducing programming in primary schools. Thus, we already know the answers with regards to the questions; with whom are they learning? Where are they learning? When are the learning? Our focus will therefore be on the questions raised by the core of the micro-curriculum. These components refer to the following questions:

1. How are they learning (learning activities)?
2. What is the teachers’ role (teachers’ role)?
3. What do they use to learn (materials and components)?

To answer the question how are they learning, we take a look at the statement made by Lye and Koh (2014). When considering a teaching method the researchers looked at the different intervention approaches. When trying to introduce computational thinking they described four methods:

”They are reinforcement of computational concepts, reflection, and information processing and constructing their own programs” (Lye & Koh, 2014). The reflection method and the information processing method were only evident in higher education. Thus, not useful for studying students who attend primary school. This leaves the other two methods to be examined as answers on the question: how are they learning? Both those methods,
reinforcement of a concept and constructing their own program, can operate as a stand alone teaching method, but they can also co-exist. A form of reinforcement on a small program, created by the student, contains both methods as described by Lye and Koh (2014).

The second question we need to answer is: What is the teacher’s role? A concluding argument about the participation and the functionality of the teacher in the class is not a point of focus for this review. However, the participation will be evaluated partly, because the way in which information is presented to the students will be analyzed later on in this review.

The last question we need to answer in the section of instructional strategies based on Van den Akker (2007) is: What do they use to learn? The main difference is what is being used as a tool when we look at plugged programming. These are different applications designed to let the students, k-9, focus on concrete physical motion (Duncan & Bell, 2015). The most common applications amongst case studies are: Logo, Scratch, Scratch Jnr., Dr. Scratch, Lego with the usage of CHERP and Game Maker Studio.

Since unplugged programming does not use computers at all. The learning process can be done, for example, with cards that contain instructions. Thus, creating a chain of actions that can be taken (Jeuring et al., 2016). It can also be done with every tangible object as long as that object can represent a chain of actions.

Answering the question with all the specific tools will be answered in the chapter containing the results.

2.4 Assessment

If we consider teaching and the education as a systematic approach, we can define teaching as any other system. It has a defined input. A process occurs over this input, which results in an output. Over this process we can check, assess, features of our system (Yüksel & Gündüz, 2017).

Assessment as we know it comes in two forms: formative assessment and summative assessment. This last form, summative assessment, is very common in the educational world (Yüksel & Gündüz, 2017). Summative assessment is defined as obtaining data to assess how much a student has learned at the completion of a course (Dixson & Worrell, 2016). Typical examples of summative assessment is an written exam, a final project or a final paper. It is an evaluation of a student at the end of a learning process against a benchmark of some kind.
Formative assessment is done by gathering data for improving the learning process of the student (Dixson & Worrell, 2016). Via monitoring the student’s learning process and providing feedback and insights, the student can improve its own learning. Examples of formative assessment is any form where continuous feedback is given to the student: assessment for learning. Common forms are emphasizing a students strengths and weaknesses, talking about topics that are difficult for the student or summarizing lectures to check whether the student had understood the lecture.

In the educational system the most common form of assessment is summative. A final test at the end of a curriculum to test whether the student understands the learning content and has reached to learning goal. When it comes to an introductory programming course at a primary school a final test at the end of the course is not as common. As stated by Lye and Koh (2014) most of the research examines the programming process. The programming process was, in most cases, captured by observation. The researchers suggest that in the future a think-aloud method, where the student says what he thinks could be beneficial to better assess the process. A hindrance in the think-aloud method of assessment is that it does not work in a classical setting due to overlapping noises. This impairs the concentration level and, may, influence their thought processes. Therefore, a think-aloud method of assessment is only functional when assessed individually.

It has been established that formative assessment is important in the learning process of the student, but defining and integrating this form of assessment in the classroom has been shown to be a rather difficult task (Antoniou & James, 2014).

Important for any form of assessment is that all the different barriers that are present for each individual student must be taken into account when designing these assessments (Council et al., 2012). The student must be solely assessed if he or she reached the learning goal. Therefore, it cannot be too difficult to understand the assessment form or have any other obstructions. The last question we need to answer with regards to Van den Akker (2007) is: how are they being assessed? As defined above, this varies. It can be a summative final test or final project but formative assessment is more common compared to summative assessment. This is because most of the topics of programming are too difficult to teach to students who attend primary school. Recursion, iteration, complexity or writing an entire textual program is too hard. As said in the subsection about instructional implications, a student needs to understand the basics first.
Chapter 3

Aim of the study

The research question we are asking is the following:

What do we know about teaching programming in primary education?

The study will be based on a mix literature reviews and case studies. A overview of this study are will be created based on other reviews. A so called review of reviews. This way existing gaps in this study area can be identified (Gough, Oliver, & Thomas, 2017).

The theoretical aspects of the results will be based around four themes: goals, students, instruction and assessment. The research question will, therefore, be divided in four sub-questions. These questions are:

- What is known about teaching programming in primary education with regards to the goals and objectives?
- What is known about teaching programming in primary education with regards to the students’ understanding?
- What is known about teaching programming in primary education with regards to the instructional strategies?
- What is known about teaching programming in primary education with regards to the assessment?
Chapter 4

Method

When evaluating a selection of articles to implement programming in elementary schools, there are multiple questions that come to mind. There are many variables that should be taken into account when trying to figure out the best solution for this implementation. We have chosen to create a framework based on the variables stated by Magnusson et al. (1999):

1. Goals and objectives
2. Students’ understanding
3. Instructional strategies
4. Assessment

We took a look at what has been researched and what has been done, with regards to these four various aspects. When the articles have been analysed, we looked for different patterns that may or may not exist in these results. We tried to find a correlation between the articles and the case studies. What has been done to the extent in which there could be a conclusion and which aspects still need further exploration when it comes to research.

4.1 Literature

A literature search was conducted to find relevant articles for this thesis. Academic search engine Google Scholar was used to collect and select studies.

4.2 Search terms

The used search terms were (computational thinking OR programming OR programming languages OR game making OR coding) AND (elementary school OR primary education OR middle school OR high school OR K-6
OR K-12) AND (plugged-in OR unplugged) AND (learning OR assessment OR teaching) AND (review OR case study).

Computational thinking was used as a search term since a lot of original studies, regarding programming, used a computational concepts as learning goal.

4.3 Selection criteria

Year of publication: only original empirical studies published in 2010 or later were included in this thesis.

Publication format: peer-reviewed articles published in scientific journals or as chapters in study books were included.

Content: included articles describe an original study or a review study of the introduction of programming or computational thinking in primary or secondary education, up to K-12. The study introduces a specific method for programming education, i.e. a tool, an online program, a game or a simulation.

Age: studies focusing on teaching programming for children up to 12th grade, were included for the (theoretical) background of this thesis. This involves children up to the age of 18. The focus of articles presenting specific original studies (described in the result section of this thesis) was on K-6 level education, displaying a population of children up to the age of 12.

Study design: the original studies present qualitative research with a focus on the development of computational thinking in a group of children of a specified age, in a specified environment, applying a specified learning task.

4.4 Article selection

Using the search terms and applying the selection criteria described above, 2550 hits were obtained. After deliberate consideration on source and relevance, a total of 40 articles (23 reviews and 17 case studies) were included in this study.
Chapter 5

Results

When going over the found results, the following was taken into account: first of, we only looked at original studies of recent years. The studies we were interested in, are the ones conducted from 2010 onwards (younger than 2010). This decision was made to ensure that the research performed was done with more recent technology. Since we wanted to sketch an image of the near past and the current state of the introduction of programming in primary schools, we only take original studies of which the studied group is k-6.

A total amount of 17 original studies were included in the results. This is after all the selection criteria were met. The results that have been found were concluded from research that has been conducted in various countries. The countries that were present in the data are: Greece, Scotland, Spain, Indonesia, Canada, United States of America, Germany, Chile and Turkey. Since we wanted to study the question; what has been done? It was important to include various tools and teaching methods in the results. The found results will be described in the following subsection with more details. Each subsection will try to analyse the results, with regards to the structure as we have defined throughout this paper by using Magnusson et al. (1999).

5.1 Goals and objectives

The goal and the objective is the initial start of each research (as defined in the chapter: Background). In this chapter we have also stated that a goal and objective is twofold. The goal and objective is divided in; the learning goal and the learning content.

The learning goal is in most studies the same. The goal that most studies want to achieve is to improve the thought process of the students by improving their understanding of computational concepts. Papadakis, Kalogianakis, and Zaranis (2016), Wilson, Hainey, and Connolly (2013), Sáez-López,
Román-González, and Vázquez-Cano (2016), Jenson and Droumeva (2016), Moreno-León, Robles, and Román-González (2015), (Gregg, Tychonievich, Cohoon, & Hazelwood, 2012), Brackmann et al. (2017), Leifheit, Jabs, Nin aus, Moeller, and Ostermann (2018), del Olmo-Muñoz, Cózar-Gutiérrez, and González-Calero (2020), Tsarava et al. (2017) and Kazakoff, Sullivan, and Bers (2013). All state that their learning goal is to see if their teaching methods results in improving the students’ understanding of computational concepts. There are different learning goals that teachers want the students to achieve. Understanding of computational concepts in taught via different concepts.

These concepts may vary. When the students are using a tool we can see different ways in which the students come into contact with these concepts. Examples are: the understanding and using of variables in solutions, understanding of basic operations of the learning tool, the understanding and usage of sequencing or the usage of conditionals in problem solving. However, in most cases there was no true defined computational thinking aspect that the students needed to achieve.

Other original studies focused more on improving the problem solving skills of the students (Fessakis, Gouli, & Mavroudi, 2013), (Pardamean, Evelin, & Honni, 2011) and (Kalelioglu & Gülbahar, 2014), i.e. learning how decomposition works, breaking down a bigger problem into smaller problems. The third, and final, learning goal that was established was to teach the understanding of the basic concepts of computer science or software engineering. This varies from creating a game ( Förster, Förster, & Löwe, 2018) (Gutierrez et al., 2018) to programming a robot (Bers, Flannery, Kazakoff, & Sullivan, 2014).

<table>
<thead>
<tr>
<th>CT concepts</th>
<th>Amount of original studies</th>
</tr>
</thead>
<tbody>
<tr>
<td>Problem Solving</td>
<td>3</td>
</tr>
<tr>
<td>Software Engineering</td>
<td>3</td>
</tr>
</tbody>
</table>

The complementary part to the learning goal was the learning content. Every study teaches in the use-modify-create method as described by Waite (2017). The studies can be divided in the actions they were performing to attain knowledge to achieve the learning goal. We can divide the learning content in one main class that contains three different sub-classes. The main class is the complete program. The learning content changes every hour, sessions, weeks to provide a complete introductory course (del Olmo-Muñoz et al., 2020) (Tsarava et al., 2017) (Kalelioglu & Gülbahar, 2014) (Bers et al.,
In these complete programs every sub-class is present. The sub-classes, of the learning content, are:

- The student has to move an object via the use of commands from one place to the other. (Papadakis et al., 2016) (Fessakis et al., 2013) (Pardamean et al., 2011) (Brackmann et al., 2017)
- The student has to build an object or program. (Wilson et al., 2013) (Jenson & Droumeva, 2016) (Moreno-León et al., 2015) (Förster et al., 2018) (Kalelioglu & Gülbahar, 2014)
- The student is learning via a platform where to student can play with pre-existing applications. (Sáez-López et al., 2016) (Gregg et al., 2012) (Leifheit et al., 2018)

The ratio, between the different styles of learning content, is as follows:

<table>
<thead>
<tr>
<th></th>
<th>Amount of original studies</th>
</tr>
</thead>
<tbody>
<tr>
<td>Complete Programs</td>
<td>5</td>
</tr>
<tr>
<td>Move</td>
<td>4</td>
</tr>
<tr>
<td>Build</td>
<td>5</td>
</tr>
<tr>
<td>Play</td>
<td>3</td>
</tr>
</tbody>
</table>

5.2 Students’ understanding

The second aspect from (Magnusson et al., 1999) was the students’ understanding. The common theme when studying primary school students is that there is a form of instructional implication. Trying to teach them a programming topic, or explain the problem at hand, can result in misunderstandings or different interpretations. These are to be divided into 3 sub-topics within instructional implications:

1. Cognitive skills
2. Pedagogical development
3. Difference between genders

The cognitive skills of children, on primary schools, is seen as an impairment when teaching programming. Introducing programming in the early grades is difficult. This is because understanding programming goes hand
in hand with understanding different levels of abstraction. We can tackle this problem by introducing problems for the children that they can relate to.

Zaharija et al. (2013) states that one of the difficulties was that children at that age have not yet developed abstract, hypothetical thinking. Because of that they can only solve concrete real world problems. Jonassen (2011) says that all teaching materials should be anchored in an authentic problem that is relevant to the learner. He does not specifically state that this is the case for children, but his theory applies to all types of students. Therefore, we can conclude that the children can relate to a physical, concrete problem.

This conclusion aligns with the thoughts of Piaget (1976) described in the context of k-8 by Council et al. (2007). During the Preoperational Stage (2 - 7 years), a beginning of understanding objects symbolically begins. This is followed by the Concrete Operational Stage (7 - 11 years), where the development of logical thought begins. A true understanding of abstract objects or abstraction in general is not developed until Formal Operational Stage (11 years and over). The difference in the teaching of abstraction to children attending primary school can be seen in the research done by Lindberg, Laine, and Haaranen (2019). The grades 1-3 are taught different topics of programming and abstraction than the grades 4-6.

To understand which level of steps can be taken, we take a look at what Bloom et al. (1956) tells us. He described the multiple levels of understanding that exist. It is called Bloom’s taxonomy. The different levels are: remember, understand, apply, analyze, evaluate and create. This relates to the, earlier discussed, learning goals. Setting a realistic goal that levels with the cognitive understanding of the children is difficult when it is in preoperational stage or when it is in the concrete operational stage (Piaget, 1976). When teaching children it should be about the development of cognitive skills instead of pure code. The competence model applies to programming and should be taken into consideration when designing a curriculum: understanding, usage, communication and strategy (van Bekkum, 2017).

Cognitive skills are only mentioned in two of the seventeen original studies. Besides Zaharija et al. (2013), (Fessakis et al., 2013) mentions the cognitive skills of the students. They stated that a minor problem was the understanding of the software interface. The children could locate the ladybug and the leaf, but not yet understand the concept of navigation. Also was there a problem with orally expressing what they wanted (‘Go up’ - instead of turn left). The other studies did not mention any form of instructional implication because of a cognitive impairment. The second sub-topic was pedagogical development. Pedagogical development or pedagogical impairment has had no remarks within any of the original studies. A difference in
the degree of development between classmates can be an impairment. However, none of the studies showed this.

The defined implications are applicable to both genders. As stated by Jeuring et al. (2016) the fun boys and girls have in programming, in primary education, is almost equal. This translates to the fact that there is no difference in the ability the learn how to program between the two different genders. This research was done on the subject on programming on elementary school. So we assume that there is no significant difference in performance between boys and girls between the ages of 4 through 12. In the original studies it was not stated to be a central subject in the research. However, six studies have mentioned some relation between genders. The other studies did not mention the genders at all (except for the fact that boys and girls participated in the research).

Of the six studies that mentioned gender, five studies had an almost 50-50 percent participation rate of boys and girls (Moreno-León et al., 2015) (Förster et al., 2018) (del Olmo-Muñoz et al., 2020) (Gutierrez et al., 2018). Jenson and Droumeva (2016) did not mention how many of the 67 students were boys and how many were girls. Jenson and Droumeva (2016) mentioned that girls were a bit more shy than boys in the class and they had a lower active participation rate. They would not raise their hand as much and ask fewer questions to the teacher. Furthermore, none of the studies could see any significant difference in the performance or in the assessment of boys and girls (Moreno-León et al., 2015) (Förster et al., 2018) (del Olmo-Muñoz et al., 2020) (Gutierrez et al., 2018).

5.3 Instructional strategies

The questions we asked on instructional strategies, based on Van den Akker (2007) questions, were: What do they use to learn? How are they learning? What is the teachers’ role?

The distribution is the following:

<table>
<thead>
<tr>
<th></th>
<th>Amount of original studies</th>
</tr>
</thead>
<tbody>
<tr>
<td>Plugged</td>
<td>13</td>
</tr>
<tr>
<td>Unplugged</td>
<td>2</td>
</tr>
<tr>
<td>Both</td>
<td>2</td>
</tr>
</tbody>
</table>

Of the seventeen original studies, four used some form of unplugged method (Fessakis et al., 2013) (Brackmann et al., 2017) (Leifheit et al., 2018) (Tsarava
et al., 2017). All of these methods used simple pen and paper to let the students solve the problem at hand.

We have seen that fifteen original studies use some form of plugged teaching. The following tools are being used in the plugged programming studies:

<table>
<thead>
<tr>
<th>Tool</th>
<th>Amount of original studies</th>
</tr>
</thead>
<tbody>
<tr>
<td>CHERP (Robotics)</td>
<td>2</td>
</tr>
<tr>
<td>Scratch</td>
<td>7</td>
</tr>
<tr>
<td>Logo</td>
<td>2</td>
</tr>
<tr>
<td>Different application</td>
<td>4</td>
</tr>
</tbody>
</table>

As we can see Scratch prevails. In this total the variations on the Scratch software are also included. This number includes the studies that use Dr. Scratch (Moreno-León et al., 2015) (Gutierrez et al., 2018) and the study that uses Scratch Jr. (Papadakis et al., 2016). The other studies that use Scratch are Wilson et al. (2013), Sáez-López et al. (2016), Förster et al. (2018) and Kaledioglu and Gülbahar (2014). Scratch is followed by Logo (Fessakis et al., 2013) (Pardamean et al., 2011) and CHERP that is being used with TabgibleK by Bers et al. (2014) and with LEGO Education WeDoTM Robotics Construction Sets by Kazakoff et al. (2013). The last studies all use a different application or website to teach the student. Jenson and Droumeva (2016) uses Game Maker Studio, Gregg et al. (2012) uses EcoSim, del Olmo-Muñoz et al. (2020) uses the website code.org and Tsarava et al. (2017) uses the application MIT AppInventor.

When we take a look at plugged teaching, we also separated the usage of textual and/or visual programming. The applications were divided as follows:

<table>
<thead>
<tr>
<th>Type</th>
<th>Amount of original studies</th>
</tr>
</thead>
<tbody>
<tr>
<td>Visual</td>
<td>15</td>
</tr>
<tr>
<td>Textual</td>
<td>0</td>
</tr>
</tbody>
</table>

The following questions that must be answered are: How are they learning? And the question, what is the teachers' role? These questions will be answered in a combined answer. To separate the different ways of learning of how the teacher is involved, we take look at the possible ways to teach students:

- classical. This is with a teacher in front of the whiteboard or digiboard explaining the subject. A professional will explain the matter to the novice student.
• Project based. Students will be learning via the means of a project. The students must create the project. It will follow a manual or work towards a goal. At any point in time the student may ask a tutor or teacher for advice or help. This way the student will never get stuck.

• Mixed. A mixed combination where the teacher or tutor first teaches classical, followed by a project. These projects are, most of the time, a group project.

When we took a look at the original studies, the following results were obtained:

<table>
<thead>
<tr>
<th>Amount of original studies</th>
</tr>
</thead>
<tbody>
<tr>
<td>Classical</td>
</tr>
<tr>
<td>Project based</td>
</tr>
<tr>
<td>Mixed</td>
</tr>
</tbody>
</table>

Zero studies were conducted on the, traditional, classical way of teaching. Project based teaching was in the case of Sáez-López et al. (2016), Pardamean et al. (2011) and Jenson and Droumeva (2016). By far the most studies were a mix of both. In all the cases there first was an introductory classical part, followed by a project that the students had to do in pairs or groups. In all these cases there was a teacher or tutor present to answer possible questions (Papadakis et al., 2016) (Wilson et al., 2013) (Fessakis et al., 2013) (Jenson & Droumeva, 2016) (Gregg et al., 2012) (Brackmann et al., 2017) (Leifheit et al., 2018) (Förster et al., 2018) (del Olmo-Muñoz et al., 2020) (Tsarava et al., 2017) (Gutierrez et al., 2018) (Kalelioglu & Gulbahar, 2014) (Bers et al., 2014) (Kazakoff et al., 2013).

The duration of each of these interventions differs. The shortest intervention was the workshop given by Moreno-León et al. (2015) and the longest was the course given by Pardamean et al. (2011), which had a total of 16 session of 40 minutes of a 8 week period. All the other studies are between these lengths.

5.4 Assessment

The last segment of the Magnusson et al. (1999) subjects is the one about assessment. When it comes to teaching programming the most important part is that progress can be tested or monitored (van Bekkum, 2017). In the background we have described two ways in which assessment can take place, i.e. formative or summative. That is also the question that Van den Akker (2007) asked. How are they being assessed?
The only formative assessment that was done, was done by Gregg et al. (2012). As stated: "The researchers did not perform formal assessments (e.g., tests or deadline-based homework). However, they reviewed the students’ work regularly and gave feedback often." (Gregg et al., 2012). This is a classical example of a formative assessment. The other sixteen studies all did some form of summative assessment. These assessments are divided in pre-test and post-test, assessment done via an observer or a combination both.

<table>
<thead>
<tr>
<th>Amount of original studies</th>
</tr>
</thead>
<tbody>
<tr>
<td>Formative</td>
</tr>
<tr>
<td>Summative</td>
</tr>
<tr>
<td>1</td>
</tr>
<tr>
<td>16</td>
</tr>
</tbody>
</table>

From the pre-post test studies there were studies that used regular questions as pre-post test (Fessakis et al., 2013) (Pardamean et al., 2011) (Leifheit et al., 2018) (del Olmo-Munoz et al., 2020) (Kalelioglu & Gulbahar, 2014) (Kazakoff et al., 2013). Brackmann et al. (2017) used multiple-choice questions. There are two studies that used the application function as Dr. Scratch (Moreno-León et al., 2015) (Gutierrez et al., 2018). This application assigns a grade from 1-3 to certain computational thinking concepts based on your coding. Furthermore, Förster et al. (2018) assessed a project based on pre-established coding criteria and did Tsarava et al. (2017) use a reward system via badges.

The summative assessment via a general observer was done by Papadakis et al. (2016), Wilson et al. (2013) and Bers et al. (2014). A combination of these two methods was found in Wilson et al. (2013) and Jenson and Droumeva (2016).
Goals and objectives

Going over the results of this section the first thing that must be noticed is that the main focus of these studies lays on the goal of teaching computational concepts. What these concepts are varies per study. This can be a bit confusing since there is no clear definition of what "computation thinking concepts" are. For example, the ability to "solve a problem" can also be seen as a computational concept since problem solving has a focus on 'decompositional' thinking and sequence of actions (cause-effect). The same goes for the studies that focus on Software Engineering. These studies start with focusing on the understanding of abstraction, which can be seen as a computational thinking aspect as well.

Setting a goal needs to be clear. What the goal is may vary as long as the goal has some relationship with computational thinking. Computational thinking is the basis for teaching programming in the future, since textual programming languages are far too complex for students of this age to understand.

Students’ understanding

Defining the sub-topics in the original studies was difficult. A lot of review studies did mention this. An explanation for why there was nothing or little to say about cognitive skills or pedagogical impairment can be given by the fact that the tools used are already created with some pedagogical impairments in mind. That is why the tools have big buttons, lots of colors and are easy to use, as the developers know what impairments students between the ages of four and twelve have. Furthermore, most of the lessons given are short and at most two times in one week. This may add to the children’s motivation on the subject. However, as described in the studies, it is difficult to discuss the children’s motivation since some of the courses were
based on students that entered on a voluntary basis. Thus, it was not part of their regular curriculum. Motives to participate in such programs were not further discussed.

In conclusion it can be stated that these aspects were not the main focus points of all the studies. It is important to keep the cognitive capabilities of the students in mind, as well as the pedagogical impairments. This is mostly already done by the tool that is being used and the teacher or school that is presenting or teaching this subject.

**Instructional strategies**

With regards to the instructional strategies it is pretty clear that the instruction and project must be a form of visual programming. Whether it is dragging blocks or clicking on buttons, it needs to be visual. This is based on the fact that all the found and tested tools used a visual programming interface. This can be derived of the basis that the textual concepts are too difficult. A plugged visual programming course will, as shown, have the advantage over alternative methods.

We can also conclude that the classical way of teaching is not as conventional as it used to be. None of the studies chose this way to teach. This makes sense, since the subject that is being taught is how to program. Learning how to program, learning how to build and create will be difficult to learn if the matter is only taught in the classical way. Interaction and create-modify has been found necessary.

**Assessment**

Summative assessment is the more traditional assessment, but we are trying to find a way to make assessing more formative. However, it is hard to find a way to replace this summative way of assessing. Assessing the performance and knowledge of a student against a pre-defined benchmark is still the easiest way. It will take a lot more effort to come up with an effective way to make formative assessment the standard. Formative assessment takes too much time and effort to assess all the individual students and provide them with solid feedback. Until this can be made more effective, there will not be any change coming soon.

When we assess all the reviews and the original studies we can see a clear trend. All these courses and studies focus on the precursor to textual programming: introducing some form of computational thinking. Various tools exist which are solely created to be used by primary school children for learning these concepts. They are proven to be successful in increasing the
understanding of the basic computational concepts. However, we need to keep in mind that all the review studies and original studies that have been studied, are studies that have been done outside of the Netherlands. Each country has its own culture and own ways of teaching. You cannot provide one single answer when it comes to introducing a new curriculum into an existing program. The same goes for introducing programming on primary schools. It has been shown that there are a lot of ways to introduce some type of introductory programming courses via the use of various e-tools and applications or introducing these concepts unplugged. This just needs to find its way into our present study program on the primary schools!
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